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**1. Introduction to Collections Framework**

* A Collections framework is a unified architecture for representing & manipulating collections, enabling collections to be manipulated independently of implementation details.
* All collections frameworks contain the following:

1. **Interfaces:** These are abstract data types that represent collections. Interfaces allow collections to be manipulated independently of the details of their representation. In Object oriented language, interfaces generally form a hierarchy.
2. **Implementations:** These are the concrete implementations of the collections interfaces. In essence, they’re reusable data structures.
3. **Algorithms:** These are the methods that perform useful computations, such as searching & sorting, on objects that implement collection interfaces. The algorithms are said to be polymorphic i.e. same method can be used on many different implementations of the appropriate collection interface.

Apart from the Java collections framework, the best – known examples of collections frameworks are the C++ Standard Template library (STL).

**Benefits of the Java Collections Framework**

1. **Reduces programming effort**: By providing useful data structures & algorithms so you don’t have to write them yourself.
2. **Increases program speed & quality:** This collections framework provides high – performance, high – quality implementations of useful data structures & algorithms. The various implementations of each interface are interchangeable, so programs can be easily tuned by switching collection implementations. Because you’re freed from the drudgery of writing our own data structures, you’ll have more time to devote to improving program’s quality & performance.
3. **Allows interoperability between unrelated**: The collection interfaces are the vernacular by which APIs pass collections back & forth. If my network administration API furnished a collection of node names & if your GUI toolkit expects a collection of column headings, our APIs will interoperated seamlessly, even though they were written independently.
4. **Reduces the effort required to learn & to use new APIs**
5. **Reduces the effort required to design & implement:** Designers & Implementers don’t have to reinvent the wheel each time they create an API that relies on collections; instead, they can use standard collection interfaces.
6. **Fosters software reuse:** Fosters software reuse by providing a standard interface for collections & algorithms with which to manipulate them.

**2. Array**

* An array is an indexed collection of fixed number of homogenous data elements.
* The main advantage of Array is we can represent multiple values by using single variable so that readability of the code will be improved.
* **Limitations of Array are**
  1. Fixed in size i.e., once we create an array, there is no chance of increasing/decreasing the size based on our requirement. Due to this, to use Array’s concept, compulsory we should know the size in advance which may not possible always.
  2. Array can hold only homogenous datatype elements. (Though we can use **Object** type array)
  3. Array concept is not implemented based on some standard data Structure & hence readymade method support is not available i.e. for every requirement, we have to write the code explicitly which increases complexity of programming.
* To overcome above limitations of Array, we should go for **Collection** concept.
* **Advantages of Collection are**

1. Collections are growable in nature i.e. based on our requirement we can increase/decrease the size.
2. Collections can hold both homogenous & heterogeneous elements.
3. Every collection class is implemented based on some standard data Structure hence for every requirement, readymade method support is available.

**Array Vs Collection**

|  |  |  |
| --- | --- | --- |
| No. | **Array** | **Collection** |
| 1. | Fixed in size. | Growable in nature. |
| 2. | With respect to memory, Arrays are not recommended to use. | With respect to memory, Collections are recommended to use. |
| 3. | With respect to performance, Arrays are recommended to use. | With respect to performance, Collections are not recommended to use. |
| 4. | Arrays can hold only homogenous datatype elements. | Collections can hold both homo & heterogeneous datatype elements. |
| 5. | No underlying data structure hence no readymade methods are available. | Every collection class has underlying data structure hence readymade methods are available. |
| 6. | Arrays can hold both primitive & objects. | Collections can hold only object types but not primitive. |

**3. Collection**

* A **collection** – sometimes called a **container** – is simply an object that groups multiple elements into a single unit.
* Collections are used to store, retrieve, manipulate & communicate aggregate data.
* Typically, they represent data items that form a natural group, such as poker hand (a collection of cards), a mail folder (a collection of letters), or a telephone directory (a mapping of names to phone numbers).
* The collection interfaces are divided into 2 groups i.e. **java.util.Collection** & **java.util.Map**

**4. 10 key interfaces of Java Collections Framework**

1. Collection Interface

2. List Interface

3. Set Interface

4. SortedSet Interface

5. NavigableSet Interface

6. Queue Interface

7. Deque Interface

8. Map Interface

9. SortedMap Interface

10. NavigableMap Interface

**1. Collection Interface**

* If we want to represent a group of individual objects as a single entity then we should go for ***Collection***.
* The core collection interfaces encapsulate different types of collections like List interface, Set Interface, Queue Interface, Deque Interface etc.
* These interfaces allow collections to be manipulated independently of the details of their representation.
* Collection interface defines the most common methods which are applicable for any collection object.
* In general, Collection interface is considered as root interface of Collections framework.
* There is no concrete class which implements Collection interface directly

**Iterable (I)**

**Collection (I)**

*----- implements extends*

**List (I)**

**Queue (I)**

**Set (I)**

* The Collection interface is used to pass around collections of objects where maximum generality is desired.

E.g., by convention all general – purpose collection implementations have a constructor that takes a Collection argument. This constructor, known as a ***conversion constructor***, initializes the new collection to contain all the elements in the specified collection, whatever the given collection’s sub interface or implementation type.

**Methods** (E: the type of elements in the collection)

|  |  |  |
| --- | --- | --- |
| **No.** | **Methods** | **Description** |
| 1. | boolean add (E e) | Adds an object to a collection. |
| 2. | boolean addAll (Collection <? Extends E>) | Adds a group of Objects to the collection. |
| 3. | void clear () | Clears all objects from collection. |
| 4. | boolean contains (Object obj) | Checks a particular object is available or not. |
| 5. | boolean containsAll (Collection <?> col) | Checks a group of objects available or not. |
| 6. | boolean isEmpty () | Checks whether the collection is empty or not. |
| 7. | boolean remove (Object obj) | Removes a particular object from a collection. |
| 8. | boolean removeAll (Collection<?> col) | Removes a group of Objects from the collection. |
| 9. | boolean removeIf (Predicate<? Super E> p) | Remove all the elements of the collection that satisfy the given predicate |
| 10. | boolean retainAll (Collection <?> col) | Retains only the elements in the collection that are present in the specified collection.  Removes all the elements that are not present in the specified collection from existing collection. |
| 11. | int size () | No. of objects in the collection. |
| 12. | Iterator <E> iterator () | To get object one by ne from the collection. |
| 13. | Spliterator<E> spliterator () | Creates a spliterator over the elements in the collection. |
| 14. | Stream<E> stream () | Returns a sequential stream with this collection as its source. |
| 15. | Stream<E> parallelStream () | Returns a possibly parallel Stream with this collection as its source. |
| 16. | Object[] toArray() | Converts the collection to Array. |
| 17. | <T> T[] toArray(T[]) | Returns an array containing all the elements in this collection; the runtime type of the returned array is that of the specified array. |

**Note:** There is also a **Collections class** in **java.util** package having utility methods for Collection objects (like sorting, searching etc.)

**2. List interface** [Ordered Collection or Sequence]

* **All Super interfaces –** Collection <E>, Iterable <E>
* **All Known Implementing classes –** AbstractList, AbstractSequentialList, **ArrayList**, **LinkedList**, **Stack**, **Vector**, RoleList, RoleUnresolvedList, AttributeList, CopyOnWriteArrayList
* It is child interface of Collection interface.
* If we want to represent a group of individual objects as a single entity where **duplicates are allowed** & **insertion order must be preserved** then we should go for list.

|  |  |  |
| --- | --- | --- |
| **No.** | **Methods** | **Description** |
| 1. | void add (int index, E element) | Inserts the specified element at the specified position in the list. |
| 2. | boolean addAll (int index,  Collection <? extends E> col) | Inserts all of the elements in the specified collection into the list at the specified position onwards. |
| 3. | E remove (int index) | Removes the element from the specified position. |
| 4. | E get (int index) | Returns the element at the specified position. |
| 5. | E set (int index, E element) | Replaces the element at the specified position with the given element. |
| 6. | int indexOf (Object obj) | Returns the index of 1st occurrence of the specified element or -1 incase element not found in list. |
| 7. | int lastIndexOf (Object obj) | Returns the index of last occurrence of the specified element or -1 incase element not found in list. |
| 8. | ListIterator<E> listIterator () | Returns a list iterator over the elements in the list. |
| 9. | Spliterator<E> spliterator () | Creates a spliterator over the elements in the list. |
| 10. | List<E> subList (int fromIndex, int toIndex) | Returns a view of the portion of the list b/w the specified range. |
| 11. | void sort (Comparator<? super E> col) | Sorts the list according to the order induced by the specified Comparator.  Internally, the implementation is stable, adaptive, iterative merge sort. |

**List interface implementation classes**

|  |
| --- |
| public class ArrayList<E> **extends** AbstractList<E>  **implements** List<E>, RandomAccess, Cloneable, Serializable |

**a) ArrayList class**

* **All implemented interfaces** – Serializable, Cloneable, Iterable<E>, Collection<E>, List<E>, RandomAccess
* **Direct known subclasses –** AttributeList, RoleList, RoleUnresolvedList
* The underlying data structure is **Resizable array** or **Growable array.**
* Duplicates are allowed.
* Insertion order is preserved.
* Heterogeneous objects are allowed (except TreeSet & TreeMap, everywhere Heterogeneous objects are allowed)
* null insertion is possible.

**Constructors**

a) ArrayList l = new ArrayList ();

* creates an empty ArrayList object with **default initial capacity of 10.**
* Once ArrayList reaches its max capacity then a new ArrayList object will be created with

**New Capacity = (Current Capacity \* 3/2) + 1**

b) ArrayList l = new ArrayList (int initialCapacity): creates an empty ArrayList Object with specified initial capacity.

c) ArrayList l = new ArrayList (Collection c);

* creates an equivalent ArrayList object for the given collection.
* ***This constructor is meant for inter conversion between Collection objects.***

**Note Imp Points:**

* Usually, we can use Collections to hold & transfer objects from one location to another (container). To provide support for this requirement, every Collection class by default implements Serializable & Cloneable interface.
* Only ArrayList & Vector classes implements RandomAccess interface so that any random element we can access with the same speed.
* ArrayList is the best choice if our frequent operation is retrieval operation (as it implements RandomAccess interface).
* ArrayList is the worst choice if our frequent operation is insertion or deletion in the middle (because of shift operation).

**RandomAccess interface**

* It is present in java.util package & it does not contain any methods.
* It is a marker interface, where required ability internally automatically provided by JVM.

**Q.** How to get synchronized version of ArrayList object?

**Ans: -** By default ArrayList is non – synchronized but we can get synchronized version of ArrayList object by using synchronizedList () method of **Collections** class.

**E.g.,**

|  |
| --- |
| public static List **synchronizedList** (List l) // synchronized version of List  public static Set **synchronizedSet** (Set s) // synchronized version of Set  public static Map **synchronizedMap** (Map m) // synchronized version of Map  e.g., ArrayList unsyncList = new ArrayList ();  List syncList = Collections.synchronizedList(unsyncList); |

**b) LinkedList class**

|  |
| --- |
| public class LinkedList<E> **extends** AbstractSequentialList<E>  **implements** List<E>, Deque<E>, Cloneable, Serializable |

* **All Implemented interfaces –** Serializable, Cloneable, Iterable<E>, Collection<E>, Deque<E>, List<E>, Queue<E>
* The underlying data structure is **Doubly Linked list** (List + Deque).
* Insertion order is preserved.
* Duplicate Objects are allowed.
* Heterogenous objects are allowed.
* null Insertion is possible.
* LinkedList does not implement RandomAccess interface.
* LinkedList is the best choice if our frequent operation is insertion or deletion in the middle.
* LinkedList is the worst choice if our frequent operation is retrieval operation.

**Constructors**

a) LinkedList l = new LinkedList () – creates an empty LinkedList object.

b) LinkedList l = new LinkedList (Collection c);

* creates an equivalent LinkedList object for the given collection.
* **This constructor is meant for inter conversion between Collection objects.**

**Methods**

|  |  |  |
| --- | --- | --- |
| **No.** | **Methods** | **Description** |
| 1. | void addFirst (E e) | Inserts the specified element at the beginning of the list. |
| 2. | void addLast (E e) | Inserts the specified element to the end of the list. |
| 3. | E getFirst () | Returns the first element in the list. |
| 4. | E getLast () | Returns the last element in the list. |
| 5. | E removeFirst () | Removes & returns the first element from the list. |
| 6. | E removeLast () | Removes & returns the last element from the list. |

**ArrayList Vs LinkedList**

|  |  |  |
| --- | --- | --- |
| **No.** | **ArrayList** | **LinkedList** |
| 1. | ArrayList is the best choice if our frequent operation is retrieval operation because it implements RandomAccess interface. | LinkedList is the best choice if our frequent operation is insertion or deletion in the middle. |
| 2. | It is worst choice if our frequent operation is insertion/ deletion in the middle due to shift operation. | It is the worst choice if our frequent operation is retrieval operation. |
| 3. | In ArrayList, the elements will be stored in consecutive memory locations & hence retrieval operation will become easy. | In LinkedList, the elements won’t be stored in consecutive memory locations & hence retrieval operation will become difficult. |

**c) Vector class**

|  |
| --- |
| public class Vector<E> **extends** AbstractList<E>  **implements** List<E>, RandomAccess, Cloneable, Serializable |

* **All implemented interfaces –** Serializable, Cloneable, Iterable<E>, Collection<E>, List<E>, RandomAccess
* **Direct known subclasses –** Stack
* The underlying data structure is Resizable array or Growable array.
* Insertion order is preserved.
* Duplicates are allowed.
* Heterogenous objects are allowed.
* null insertion is possible.
* It implements RandomAccess interface.
* **Every method present in the vector is synchronized & hence vector object is thread – safe.**

**Constructors**

a) Vector v = new Vector () – creates an empty vector object with initial capacity of 10.

b) Vector v = new Vector (int initial\_Capacity) – creates an empty vector object with specified initial capacity.

c) Vector v = new Vector (int initial\_Capacity, int incremental\_Capacity) – creates an empty vector object with specified

**initial\_capacity** & how much increment in size of vector is specified by **incremental\_Capacity**.

d) Vector v = new Vector (Collection c);

* creates an equivalent vector object for the given collection.
* ***This constructor is meant for inter conversion between Collection objects.***

**Methods**

|  |  |  |
| --- | --- | --- |
| **No.** | **Methods** | **Description** |
| 1. | synchronized void addElement (E e) | Adds the specified element at the end of the vector. |
| 2. | synchronized void  removeElement (Object obj) | Removes the first occurrence of the argument from the vector. |
| 3. | synchronized void  removeElementAt (int index) | Deletes the component at the specified index & each component in the vector will be shifted backward to one index smaller. |
| 4. | synchronized void  removeAllElements () | Removes all components from the vector & sets its size to zero. |
| 5. | synchronized E elementAt (int index) | Returns the component at the specified index. |
| 6. | synchronized E firstElement () | Returns the 1st element in the vector |
| 7. | synchronized E lastElement () | Returns the last element in the vector |
| 8. | synchronized int size () | Returns the no. of components in the vector |
| 9. | synchronized int capacity () | Returns the current capacity of the vector |
| 10. | Enumeration<E> elements () | Returns the enumeration of the components of the vector |

**ArrayList Vs Vector**

|  |  |  |
| --- | --- | --- |
| **No.** | **ArrayList** | **Vector** |
| 1. | Every method present in the ArrayList is non synchronized. | Every method present in the vector is synchronized. |
| 2. | At a time, multiple threads are allowed to operate on ArrayList object & hence it is not thread – safe. | At a time, only on thread is allowed to operate on vector object & hence it is thread – safe. |
| 3. | Relatively performance is high because threads are not required to wait to operate on ArrayList object. | Relatively performance is low because threads are required to wait to operate on Vector object. |
| 4. | Introduced in 1.2 V & it is non – legacy. | It is introduced in 1.0 V & it is legacy. |

**d) Stack class**

|  |
| --- |
| public class Stack<E> **extends** Vector<E> |

* **All implemented interfaces** – Serializable, Cloneable, Iterable<E>, Collection<E>, List<E>, RandomAccess
* It is the child class of Vector.
* It is a specially designed class for **Last In First Out (LIFO)** order.

**Constructors**

a) Stack s = new Stack () – creates an empty stack object.

**Methods**

|  |  |  |
| --- | --- | --- |
| **No.** | **Methods** | **Description** |
| 1. | E push (E item) | Pushes an item onto the top of the stack. |
| 2. | synchronized E pop () | Removes the object at the top of the stack & returns that object as the value. |
| 3. | synchronized E peak () | Looks at the object at the top of this stack without removing it from the stack. |
| 4. | boolean empty () | Tests if the stack is empty |
| 5. | synchronized int search () | Returns the 1 – based position where an object is on this stack. |

**3. Set interface**

|  |
| --- |
| public interface Set <E> **extends** Collection<E> |

* **All Superinterfaces**: Collection<E>, Iterable<E>
* **All known Subinterfaces**: NavigableSet<E>, SortedSet<E>
* **All known Implementing classes**: AbstractSet, HashSet, LinkedHashSet, TreeSet, ConcurrentHashMap.KeySetView, ConcurrentSkipListSet, CopyOnWriteArraySet, EnumSet, JobStateReasons
* It is the child interface of Collection interface.
* If we want to represent a group of individual objects as a single entity **where duplicates are not allowed** & **insertion order not required** **to be preserved**then we should go for Set interface.
* Set interface does not contain any new method & we have to use only Collection interface method.

**List Vs Set**

|  |  |  |
| --- | --- | --- |
| **No.** | **List** | **Set** |
| 1. | Duplicates are allowed. | Duplicates are not allowed. |
| 2. | Insertion order preserved. | Insertion order not preserved. |

**4. SortedSet interface**

|  |
| --- |
| public interface SortedSet <E> **extends** Set<E> |

* **All Superinterfaces** – Collection<E>, Iterable<E>, Set<E>
* **All known Subinterfaces** – NavigableSet<E>
* **All known implementing classes** – TreeSet, ConcurrentSkipListSet
* It is the child interface of Set interface.
* If we want to represent a group of individual objects as a single entity where duplicates are not allowed & all objects should be inserted according to some sorting order then we should go for SortedSet.

**Methods**

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1. | E first () | Returns the first (lowest) element currently in the set |
| 2. | E last () | Returns the last (highest) element currently in the set |
| 3. | SortedSet<E> headSet (E toElement) | Returns a view of the portion of the set whose elements are strictly less than toElement. |
| 4. | SortedSet<E> tailSet (E fromElement) | Returns a view of the portion of the set whose elements are greater than or equal to fromElement. |
| 5. | SortedSet<E>  subSet (E fromElement, E toElement) | Returns a view of the portion of the set whose elements range from fromElement inclusive, to toElement exclusive. |
| 6. | Comparator<? super E> comparator () | Returns the comparator used to order the elements in the set or null if the set uses the Comparable natural ordering of its elements. |

**5. NavigableSet interface**

|  |
| --- |
| public interface NavigableSet<E> **extends** SortedSet<E> |

* **All Superinterfaces** – Collection<E>, Iterable<E>, Set<E>, SortedSet<E>
* **All known implementing classes** – TreeSet, ConcurrentSkipListSet
* It is the child interface of SortedSet interface.
* It contains several methods for Navigation purposes.
* Refer for methods - <https://docs.oracle.com/javase/8/docs/api/java/util/NavigableSet.html>

**Set Implemented classes**

a) TreeSet

b) HashSet

c) LinkedHashSet

**TreeSet Vs HashSet Vs LinkedHashSet**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **No.** | **Property** | **TreeSet** | **HashSet** | **LinkedHashSet** |
| 1. | Underlying Data Structure | Balanced Tree | Hashtable | Hashtable + LinkedList |
| 2. | Duplicate objects | Not allowed | Not allowed | Not allowed |
| 3. | Insertion order | Not Preserved | Not Preserved | Preserved |
| 4. | Sorting order | Applicable | Not applicable | Not applicable |
| 5. | Heterogeneous object | Not allowed (default) | Allowed | Allowed |
| 6. | Null Acceptance | Not allowed | Not allowed | Not allowed |

**a) TreeSet**

|  |
| --- |
| public abstract class AbstractSet<E> **extends** AbstractCollection<E>  **implements** Set<E>  public class TreeSet<E> **extends** AbstractSet<E>  **implements** NavigableSet<E>, Cloneable, Serializable |

* **All Implemented interfaces:** Serializable, Cloneable, Iterable<E>, Collection<E>, NavigableSet<E>, Set<E>, SortedSet<E>
* The underlying data structure is Balanced Tree (A NavigableSet implementation based on a TreeMap)
* Duplicate Objects are not allowed.
* Insertion order not preserved.
* null Insertion is not possible.
* TreeSet implements Serializable & Cloneable interface but not RandomAccess interface.
* Heterogenous objects are not allowed otherwise we will get Runtime exception saying ClassCastException because Comparation is done between same type of objects.
* All objects will be inserted based on some sorting order. It may be default natural sorting order or customized sorting order.

**Constructors**

**a) TreeSet t = new TreeSet ()**

* creates an empty TreeSet object where the elements will be inserted according to default natural sorting order.
* All elements inserted into the set must implement the Comparable interface & all such elements must be mutually comparable.

**b) TreeSet t = new TreeSet (Comparator c)**

* creates an empty TreeSet object where the elements will be inserted according to customized sorting order specified by Comparator object.

**c) TreeSet t = new TreeSet (Collection c)**

* creates a new TreeSet containing the elements in the specified collection, sorted according to the natural ordering of its elements.

**d) TreeSet t = new TreeSet (SortedSet<E> s)**

* creates a new TreeSet containing the same elements & using the same ordering as the specified sorted set.

**b) HashSet**

|  |
| --- |
| public class HashSet<E> **extends** AbstractSet<E>  **implements** Set<E>, Cloneable, Serializable |

* **All implemented Interfaces** – Serializable, Cloneable, Iterable<E>, Collection<E>, Set<E>
* **Direct known subclasses** – **LinkedHashSet**, JobStateReasons
* The underlying data structure is Hashtable.
* Duplicate objects are not allowed & if we’re trying to insert duplicates, we won’t get any compile time error or runtime exception, add () method simply returns false.
* Insertion order is not preserved & it is based on HashCode of objects.
* null Insertion is not possible.
* Heterogeneous objects are allowed.
* Implements Serializable & Cloneable interfaces but not RandomAccess interface.
* HashSet is best choice if our frequency operation is Search operation.

**Constructors**

1. **HashSet h = new HashSet ()** – creates a new, empty set with default initial capacity 16 & load factor or fill ratio of 0.75.
2. **HashSet h = new HashSet (int initial\_Capacity)** – creates a new, empty set with the specified initial capacity & default load factor of 0.75.
3. **HashSet h = new HashSet (int initial\_Capacity, float fillRatio)** – creates a new, empty set with the specified initial capacity & the specified load factor.
4. **HashSet h = new HashSet (Collection c)**

* creates an equivalent HashSet for the given collection.
* This constructor is meant for interconversion between Collection object.

**Fill Ratio/ Load factor:** After filling, with how much ratio a new HashSet object will be created, this ratio is called Fill Ratio.

e.g. Fill Ratio 0.75 means after filling 75% of a HashSet object, a new HashSet object will be created automatically.

**c) LinkedHashSet**

|  |
| --- |
| public class LinkedHashSet<E> **extends** HashSet<E>  **implements** Set<E>, Cloneable, Serializable |

* **All implemented interfaces** – Serializable, Cloneable, Iterable<E>, Collection<E>, Set<E>
* It is child class of HashSet.
* It is exactly same as HashSet including constructors & methods except the following differences:

|  |  |  |
| --- | --- | --- |
| **No.** | **HashSet** | **LinkedHashSet** |
| 1. | The underlying data structure is Hashtable. | The underlying data structure is a combination of Hashtable & LinkedList. |
| 2. | Insertion order not preserved. | Insertion order preserved. |
| 3. | Introduced in 1.2 version. | Introduced in 1.4 version. |

* In general, we can use LinkedHashSet to develop cache-based applications where duplicates are not allowed & insertion order is preserved.

**6. Queue interface**

|  |
| --- |
| public interface Queue<E> **extends** Collection<E> |

* **All Superinterfaces** – Collection<E>, Iterable<E>
* **All known Subinterfaces** – BlockingDeque<E>, BlockingQueue<E>, Deque<E>, TransferQueue<E>
* **All known Implementing classes** – LinkedList, AbstractQueue, ArrayBlockingQueue, ArrayDeque, ConcurrentLinkedDeque, ConcurrentLinkedQueue, DelayQueue, LinkedBlockingDeque, LinkedBlockingQueue, LinkedTransferQueue, PriorityBlockingQueue, PriorityQueue, SynchronousQueue
* It is the child interface of Collection interface.
* If we want to represent a group of individual objects prior to processing then we should go for Queue.
* Usually, Queue follows FIFO order but based on our requirement we can implement our own Priority order also (PriorityQueue)
* From 1.5 version, LinkedList class also implements Queue interface. LinkedList based implementation of Queue always follow FIFO.
* **Summary of Queue methods:**

|  |  |  |
| --- | --- | --- |
|  | ***Throws exception*** | ***Returns special value*** |
| Insert | add (e) | offer (e) |
| Remove | remove () | poll () |
| Examine | element () | peek () |

**Method**

|  |  |  |
| --- | --- | --- |
| No. | Methods | Description |
| 1. | boolean add (E e) | Inserts the specified element into the queue without violating capacity restrictions & returns true & throw **IlegalStateException** if no space is available. |
| 2. | boolean offer (E e) | Inserts the specified element into the queue without violating capacity restrictions |
| 3. | E element () | Returns head element of the queue. If queue is empty, then this method raises  RE: NoSuchElementException. |
| 4. | E peek () | Returns head element of the queue. If queue is empty, then this method returns null. |
| 5. | E remove () | Removes & returns head element of the queue. If queue is empty, then this method raises RE: NoSuchElementException. |
| 6. | E poll () | Removes & returns head element of the queue. If queue is empty, this method returns null. |

**7. Deque interface**

|  |
| --- |
| public interface Deque<E> **extends** Queue<E> |

* **All Superinterfaces** – Collection<E>, Iterable<E>, Queue<E>
* **All known Subinterfaces** – BlockingDeque<E>
* **All known Implementing classes** – ArrayDeque, ConcurrentLinkedDeque, LinkedBlockingDeque, LinkedList
* A linear collection that supports element insertion & removal at both ends. The name deque is short for “double ended queue”.
* When a deque is used as a queue, FIFO behavior results. Deques can also be used as LIFO stack.
* **Summary of Deque methods:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **First Element (Head)** | | **Last Element (Tail)** | |
|  | ***Throws exception*** | ***Special value*** | ***Throws exception*** | ***Special value*** |
| Insert | addFirst (e) | offerFirst (e) | addLast (e) | offerLast (e) |
| Remove | removeFirst () | pollFirst () | removeLast () | pollLast () |
| Examine | getFirst () | peekFirst () | getLast () | peekLast () |

**Comparison of Stack & Deque methods**

|  |  |
| --- | --- |
| ***Queue Method*** | ***Equivalent Deque Method*** |
| add (e) | addLast (e) |
| offer (e) | offerLast (e) |
| remove () | removeFirst () |
| poll () | pollFirst () |
| element () | getFirst () |
| peek () | peekFirst () |

|  |  |
| --- | --- |
| ***Stack Method*** | ***Equivalent Deque Method*** |
| push (e) | addFirst (e) |
| pop () | removeFirst (e) |
| peek () | peekFirst () |

**Comparison of Queue & Deque methods**

**8. Map interface**

|  |
| --- |
| public interface Map<K, V> |

* **All known Subinterfaces** – Bindings, **ConcurrentMap**<K, V>, ConcurrentNavigableMap<K, V>, LogicalMessageContext, MessageContext, **NavigableMap**<K, V>, SOAPMessageContext, **SortedMap**<K, V>
* **All known implementing classes** – **AbstractMap**, Attributes, AuthProvider, **ConcurrentHashMap**, CurrentSkipListMap, EnumMap, **HashMap**, **Hashtable**, **IdentityHashMap**, **LinkedHashMap**, PrinterStateReasons, **Properties**, Provider, RenderingHints, SimpleBindings, TabularDataSupport, **TreeMap**, UIDefaults, **WeakHashMap**
* Map is not child interface of Collection interface.
* If we want to represent a group of objects as key – value pairs then we should go for Map interface.

e.g. **Key** **Value**

|  |  |
| --- | --- |
| 101 | Sam |
| 102 | Ravi |

* Both key & value are objects only & duplicate keys are not allowed but values can be duplicated.
* Each key – value pair is called **Entry**; hence ***Map is collection of Entry objects.***

**Methods**

|  |  |  |  |
| --- | --- | --- | --- |
| **No.** | **Methods** | **Description** | |
| 1. | V put (K key, V value) | Associates the specified value with the specified key in the map. | |
| 2. | void putAll  (Map<? extends K, ? extends V> m) | Copies all of the mapping from the specified map to this map. | |
| 3. | V get (Object key) | Returns the values to which the specified key is mapped, or null if this map contains no mapping for the key. | |
| 4. | V remove (Object key) | Removes the mapping for a key from this map if it is present | |
| 5. | boolean containsKey (Object key) | Returns true if this map contains a mapping for specified key. | |
| 6. | boolean containsValue (Object value) | Returns true if this map maps one or more keys to the specified value. | |
| 7. | boolean isEmpty () | Returns true if this map contains no key – value mappings. | |
| 8. | int size () | Returns the no. of key – value mappings in the map. | |
| 9. | void clear () | Removes all of the mappings from the map | |
| 10. | Set<Map.Entry<K, V>> entrySet () | Returns a Set view of the mappings contained in this map. | |
| 11. | Set<K> keySet () | Returns a Set view of the keys contained in this map. | |
| 12. | Collection<V> values () | Returns a Collection view of the values contained in the map. | |
| 13. | default V compute (K key,  BiFunction<? super K, ? super V,  ? extends V> remapping function) | Attempts to compute a mapping for the specified key & its current mapped value (or null if there is no current mapping). |
| 14. | default V computeIfAbsent (K key,  Function<? super K,  ? extends V> remapping function) | If the specified key is not already associated with a value (or is mapped to null), attempts to compute its value using the given mapping function & enters it into this map unless null. | |
| 15. | default V computeIfPresent (K key,  BiFunction<? super K, ? super V,  ? extends V> remapping function) | If the value of the specified key is present & non – null, attempts to compute a new mapping given the key & its current mapped value. |
| 16. | default V merge (K key, V value,  BiFunction<? super K, ? super V,  ? extends V> remapping function) | If the specified key is not already associated with a value or is associated with null, associates it with the given non – null value. |
| 17. | default void replaceAll  (BiFunction<? super K, ? super V,  ? extends V> function | Replaces each entry’s value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. | |

**Entry interface**

|  |
| --- |
| interface Entry<K, V> {  K **getKey** ();  V **getValue** ();  V **setValue** (V value);  } |

* Without existing Map object, there is no chance of existing Entry object hence Entry interface is defined inside Map interface.

**9. SortedMap interface**

* It is the child interface of Map interface.
* If we want to represent a group of key – value pairs according to some sorting order of keys then we should go for SortedMap.
* In SortedMap, the sorting should be based on key but not based on value.

**10. NavigableMap interface**

* It is the child interface of Sorted Map.
* It defines several methods for Navigation purpose.

Note:

The following are the legacy classes & interfaces in Collections Framework

1. Enumeration (I)

2. Dictionary (AC)

3. Vector (C)

4. Stack (C)

5. Hashtable (C)

6. Properties (C)

**List (I)**

**Set (I)**

**Queue (I)**

**Collection (I)**

**Comparable & Comparator Interface**

* If we are depending on default natural sorting order, compulsory the objects should be

a) Homogenous

b) Comparable

otherwise, we will get Runtime exception saying ClassCastException.

* An Object is said to be **Comparable** if corresponding class implements Comparable interface.

e.g. String class & all wrapper classes already implements Comparable interface but StringBuffer class doesn’t implement Comparable interface; hence we will get ClassCastException.

* Comparable interface is present in java.lang package & it contains only 1 method

|  |
| --- |
| public int compareTo (Object obj) |

i.e.

|  |
| --- |
| Obj1.compareTo (obj2) |

* Method explanation

**obj1** – The object which is to be inserted.

**obj2** – The object which is already inserted.

> This method returns ***negative no. if obj1 has to come before obj2.***

> This method returns ***positive no. if obj1 has to come after obj2.***

> This method returns ***zero if obj1 equals to obj2 i.e. duplicate.***

* If we’re depending on default natural sorting order, then while adding objects into the TreeSet, JVM will call compareTo () method.
* If we are not satisfied with default natural sorting or default natural sorting is not available then we should go for customized sorting by using Comparator interface.
* **Comparator interface** is present in java.util package & it defines 2 methods

**a) int *compare* (Object obj1, Object obj2)**

- This method returns ***negative no. if obj1 has to come before obj2.***

- This method returns ***positive no. if obj1 has to come after obj2.***

- This method returns ***zero if obj1 equals to obj2 i.e. duplicate.***

**b) boolean *equals* (Object obj)**

* Whenever we’re implementing **Comparator** interface, compulsory we should provide implementation only for compare () method & we’re not required to provide implementation for equals () method because it is already available to our class from Object class through Inheritance.

**Comparable Vs Comparator**

|  |  |  |
| --- | --- | --- |
| **No.** | **Comparable** | **Comparator** |
| 1. | It is meant for default natural sorting order. | It is meant for customized sorting order. |
| 2. | Present in java.lang package. | Present in java.util package. |
| 3. | It defines only one method i.e. compareTo () | It defines 2 methods i.e. compare () & equals () |
| 4. | String & all wrapper classes implements Comparable interface. | The only implemented classes of Comparator interface are Collator, RuleBasedCollator |

**3 Cursors of Java Collections Framework**

* If we want to get Objects one by one from a collection, then we should go for cursor.
* There are 3 types of cursors available in Java

1. Enumeration Interface
2. Iterator Interface
3. ListIterator

**a) Enumeration Interface**

* We can use Enumeration to get objects one by one from legacy collection object.
* We can create Enumeration object by using element () method of Vector class.
* **Methods**

1. boolean **hasMoreElements** () – tests if the enumeration contains more elements.

2. E **nextElement** () – returns the next element of the enumeration.

* Limitations of Enumeration

1. We can apply enumeration concept only for legacy classes & it is not universal cursor.

2. By using Enumeration, we can get only read access & we can’t perform remove operation.

* To overcome these limitations, we should go for **Iterator**.

**b) Iterator Interface**

* We can apply Iterator concept for any collection object; hence it is Universal Cursor.
* By using Iterator, we can perform both read & remove operations.
* We can create Iterator object by using iterator () method present in Collection interface.
* **Methods**

1. boolean **hasNext** () – returns true if the iteration has more elements.

2. E **next** () – returns the next element in the iteration.

3. void **remove** () – removes from the underlying collection the last element returned by the iterator.

* Limitations of Enumeration

1. By using Enumeration & Iterator, we can always move only towards forward direction not backward direction.

So, these are single direction cursors not bidirectional cursor.

2. By using Iterator, we can get only read & remove operation & we can’t perform replacement or addition of new

Objects.

* To overcome these limitations, we should go for **ListIterator**.

**c) ListIterator Interface**

* It is child interface of Iterator; hence all methods of Iterator by default available to the ListIterator.
* ListIterator is a bidirectional cursor.
* By using ListIterator, we can perform replacement & addition of new objects along with read & remove operations.
* We can create ListIterator by using listIterator () method of List interface.
* **Methods**

|  |  |  |
| --- | --- | --- |
| **No.** | **Methods** | **Description** |
| 1. | void add (E element) | Inserts the specified element into the list. |
| 2. | boolean hasNext () | Returns true if the list iterator has more elements while traversing the list in forward direction. |
| 3. | boolean hasPrevious () | Return true if the list iterator has more elements while traversing the list in reverse direction. |
| 4. | E next () | Returns the next element in the list & advances the cursor position. |
| 5. | int nextIndex () | Returns the index of the element that would be returned by a subsequent call to next (). |
| 6. | E previous () | Returns the previous element in the list & moves the cursor position backwards. |
| 7. | int previousIndex () | Returns the index of the element that would be returned by a subsequent call to previous (). |
| 8. | void remove () | Removes the last element returned by next () or previous () from the list. |
| 9. | void set (E element) | Replaces the last element returned by next() or previous () with the specified element. |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **No.** | **Property** | **Enumeration** | **Iterator** | **ListIterator** |
| 1. | Where we can apply? | Only for legacy classes | For any Collection objects | Only for List objects |
| 2. | Is it legacy? | Yes | No | No |
| 3. | Movement | Forward direction | Forward direction | Bidirectional |
| 4. | Allowed operations | Only read | Read, Remove | Read, Remove, Add, Replace |
| 5. | How can we get? | By using element () method of Vector class. | By using iterator () method of Collection interface. | By using listIterator method of List interface. |